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**CMP305L - Data Structures and Algorithms Lab**

**Lab. Assignment 7-Recursion**

**Objectives:**

* Understand Recursion
* Develop functions using recursion

**Exercise 1**

1. Develop and test a recursive function that calculates the alternate series:
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#include <iostream>

using namespace std;

double series(int n){

if (n == 1){ return 1; }

else

{

if (n % 2 == 0)

{

//n = n\*(-1);

return((-1.0) / (double)n) + (series(n -1 ));

}

else

{

return((1.0) / (double)n) + (series(n - 1));

}

}

}

void main()

{

double m;

m = series(5.0);

cout << "F(n) = " << m << endl;

}

![](data:image/png;base64,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)

**Exercise 2**

Develop and test the following *recursive function* that takes an *integer* (0 to 9) and prints the output as shown in sample the input/output.

void IntegerPalindrome(int value);

*Sample Input/Output:*

Enter an integer: 0

0123456789876543210

Enter an integer: 5

567898765

#include <iostream>

using namespace std;

void IntegerPalindrome(int value){

if (value == 9){

cout << 9;

}

else{

cout << value;

IntegerPalindrome(value + 1);

cout << value;

}

}

void main()

{

int m;

cout << "Enter an integer: ";

cin >> m;

IntegerPalindrome(m);

cout << "\n";

}
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**Exercise 3**

Develop and test a recursive *function* to check if positive integer ***n*** is a prime. An integer ***n*** is a prime if is divisible only by ***1*** and ***itself*** and *not* by any integer in the range from 2 to *sqrt(n)* (both inclusive).

***Note:*** 0 and 1 are not prime numbers. The *sqrt* function provided by <cmath> library returns a double and you must consider only the integral part of it.

#include <iostream>

#include<cmath>

using namespace std;

bool prime(double p, int x){

if (p == 0) return false;

if (p == 1) return false;

int ch1 = 1;

double ch2 = 1;

ch1 = p / x;

ch2 = p / x;

if (p == 3)return true;

if (ch1 == ch2){

if (p != x){

return false;

}

}

else{

prime(p, x + 1);

if (x > sqrt(p))return false;

return true;

}

}

void main()

{

double p;

cout << "Please enter a positive integer: ";

cin >> p;

if (prime(p, 2))

{

cout << "Integer is a prime\n";

}

else

{

cout << "Integer is not a prime\n";

}

}
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**Exercise 4**

Develop and test a *recursive* *function* that takes an integer ***n*** as its argument and prints all the *Fibonacci* numbers right from *F(0)* through *F(n ).*  The function must also print the total number of recursive function calls made after printing the last *Fibonacci* number. Recall that the *Fibonacci* sequence is deﬁned by the relation

*F (n) = F (n−1) + F (n−2),* where *F (0) = 0 and F (1) = 1.*

*Sample input/output:*

Enter the range of the Fibonacci series: 15

Fibonacci Series: 0 1 1 2 3 5 8 13 21 34 55 89 144 233 377 610 987

The number of recursive calls made =?

Press any key to continue . **. .**

#include <iostream>

#include<cmath>

using namespace std;

int fib(int f){

if (f == 0 || f == 1){

return f;

}

else{

return(fib(f - 1) + fib(f - 2));

}

}

void main()

{

int f;

cout << "Enter the range of the Fibonacci series: ";

cin >> f;

cout << "Fibonacci Series: ";

int x = 0;

while (x <= f+1){

cout << fib(x) << " ";

x++;

}

cout << "\n";

}
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**Exercise 5**

1. Develop and test a *recursive* *function* that takes an array of *integers*, its *size* and a target integer *value* as its *arguments* and returns *true* if target *value* is found in the array else returns *false.* The function must use **linear search** algorithm to search for the target *value* in the array.

Note: Print the array inside the function to understand the range for every iteration.

**Exercise 6**

Implement the *destructor*functions of the given *UnsortedType* list (linked list version) using recursion. Test your implementation with a suitable main program.

UnsortedType::~UnsortedType()

// Post: List is empty; all items have been deallocated.

{

NodeType\* tempPtr;

while (listData != NULL)

{

tempPtr = listData;

listData = listData->next;

delete tempPtr;

}

}